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and time scales that influence the behavior at the higher scales of interest. However,
it is not computationally feasible to incorporate all of the lower length scale physics
directly into upscaled models. This is an area where machine learning has shown promise
in building emulators of the lower length scale models, which incur a mere fraction

ﬁﬂfﬁw quantification of the computational cost of the original higher fidelity models. We demonstrate the
Reduced order model use of machine learning using an example in materials science estimating continuum
Machine learning scale parameters by emulating, with uncertainties, complicated mesoscale physics. We
Data driven upscaling describe a new framework to emulate the fine scale physics, especially in the presence
Probabilistic emulator of microstructures, using machine learning, and showcase its usefulness by providing an

Fracture propagation example from modeling fracture propagation. Our approach can be thought of as a data-

driven dimension reduction technique that yields probabilistic emulators. Our results show
well-calibrated predictions for the quantities of interests in a low-strain simulation of
fracture propagation at the mesoscale level. On average, we achieve ~10% relative errors on
time-varying quantities like total damage and maximum stresses. Successfully replicating
mesoscale scale physics within the continuum models is a crucial step towards predictive
capability in multi-scale problems.

Published by Elsevier Inc.

1. Introduction

Many observable physical phenomena are often determined by interactions of physical processes occurring across a wide
range of scales. Most often, we are interested in the macro-scale behavior of the physical system, and we upscale the finer
scale effects, which appear in the PDE as a heterogeneous parameter through some constitutive relation. However, practical
real-time simulations/experiments of fine-scale physics are intensive. Thus, the main question we address in this paper
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k(z,t) : continuum parameter
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Fig. 1. Shown here is the domain, 2, of a continuum scale simulation/experiment decomposed into the union of mesoscale domains €;. A continuum
parameter k(X,t) can be mesoscale informed if K\ni is learnt using a mesoscale simulation. That is we say that k(x,t) is mesoscale informed if Q; is
a mesoscale domain with some parameters 6; such that Klﬂi = fi(6;). The inset to the right of the figure shows that 6; comes from a high dimensional
mesoscale simulation or experiment. For example « could be a stress strain relation and €2; could depict a mesoscale domain with pre-existing fractures
or cracks. Thus, K\Qi would be the stress strain relationship in the presence of fractures.

can be stated as follows: How can fine-scale effects be emulated in a data-driven framework to inform continuum scale
parameters efficiently while also accounting for uncertainty? While this is a general upscaling framework, we focus on the
particular case of upscaling mesoscale information to the continuum or macroscale. This central question is illustrated in
Fig. 1, where we show a continuum scale domain composed of many mesoscale domains. A continuum parameter k (x, t) is
mesoscale informed if in each mesoscale domain ;, k (x, t) = fj(6;) where 6; are mesoscale parameters.

Multi-scale modeling is a topic of great interest to the simulation and modeling community. Researchers have developed
accurate physics models from first principles, in many cases, of processes at lower length and time scales that influence be-
havior at the higher scales of interest. The challenges of including lower length and time scale information at higher scales
are primarily driven by computational cost considerations. While this study focuses on the interactions and propagation of
fractures in brittle materials, the principles of multi-scale modeling developed and discussed here are widely applicable.
Micro-structural information plays a key role in governing the dominant physics for fracture propagation leading to damage
in brittle materials. Brittle materials are materials in which cracks of atomic sharpness propagate by bond ruptures. Failure
in brittle materials is a key concern for several applications including in airplane wings, ceramics, and shale formations in
the sub-surface. Unlike ductile materials, which fail through the process of necking, brittle solids fail with little warning
along grain boundaries, or in the case of geo-materials, fractures propagate along interstitials. Once fracturing has begun,
the fractures have a strong tendency to propagate since they are driven by internally stored elastic energy. Accurately pre-
dicting the time evolution of fractures leading to failure at the macroscale requires knowledge of the dynamically evolving
microstructure, including features such as grain boundaries and interstitials, and also accounting for fracture interactions
with the microstructure. See [1-4] and references therein for information on brittle material fracture. Refer to [5] for infor-
mation about fracture mechanics. Many approaches have been taken to address the failure of a material at different length
scales, including analytical and numerical methods. See, e.g., [6] and references therein.

Modeling micro- and meso-scale fracture mechanics is computationally expensive and cannot be directly applied to large
components or systems crucial for many applications. Instead, the physics on these scales must be averaged or scaled up
and incorporated into continuum models used at the macroscale. Traditional approaches either ignore or idealize micro-
scale information at the larger scales because we lack a framework that is capable of efficiently utilizing it in its entirety.
As a result, predictions using simulations often fail to match experimental data collected at the higher length scales. This is
an area where machine learning (ML) methods offer the promise of several orders of magnitude speedup in mimicking the
lower length scale physics accurately.

The use of ML in upscaling is being widely considered with promising preliminary results in modeling continuum pro-
cesses such as material strength, damage, equation of state for metals and gases, turbulence, material informatics etc [7-9]
ML is a field that is rapidly evolving and enables computers to learn based on data. The data can come from various sources,
including physical experiments, computer models, or a combination of both. There have been successful applications of ML
across many fields. Here we list some relevant articles that have used ML to emulate or discover physics [10-16]. Note that,
reduced order methods (ROM) [17-20] that are not considered as traditional ML methods are also being used increasingly
as surrogate models that mimic the relevant aspects of the physics. As such, our method here could be thought of as a
probabilistic reduced order method. We use ML, ROM, emulator, and surrogate interchangeably in this paper.

In this study, we take advantage of recent advances in machine learning to develop a computationally efficient ROM of
a high fidelity model that accounts for the evolution of discrete fractures. We describe a general data-driven framework
for parameter estimation in continuum physics model. We then illustrate the framework by emulating a high dimensional
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mesoscale fracture simulation. Our approach efficiently tackles a broad set of problems in fractured systems, where structure
and topology are critical, while seamlessly lending itself to an uncertainty quantification (UQ) framework that requires a
fraction of the computational resources. We demonstrate that our ROM mimics the high fidelity model for a given set of
initial and boundary conditions with a computational speed up of approximately 4 orders of magnitude in the log scale.

It is extremely challenging to build emulators of fine scale physics with micro-structures that also provide uncertainty
information. The key contribution of this paper is to highlight the important areas in building a data-driven surrogate for
such models that also accounts for uncertainty. While we note that the novelty of our method is not in the approach of
discovering the underlying physics as described in recent ML methods [12,14] or in discovering relevant projections of the
dynamics as in recent reduced order methods [21,13]; our method describes a unified framework to upscale fine-scale
physics through emulation (either through experiments or simulation). In Section 2, we describe this framework in the
abstract, illustrating the four main components of the framework. Then in Section 3, we illustrate the ideas described in the
previous section through the application of emulating mesoscale fracture propagation in a brittle material. In Section 4, we
present the results of our approach to the case of emulating mesoscale fracture in a low-strain setting in the presence of
random mesoscale cracks in a brittle material. We showcase four metrics to validate our approach. Finally, we end with a
conclusion of our method and present areas of future work.

2. A data driven framework

In this section, we describe a general framework for emulating mesoscale physics-based models that will be used to esti-
mate parameters in the continuum scale. Typically, physics-based models are dynamical systems that describe the evolution
of some state variables in a distinctive spatiotemporal scale. The parameter space for physical models consists of parameters
that describe field quantities, boundary conditions, initial conditions, and forcing conditions, while functions of the state
variables are quantities of interests (Qol) of the model. There are many different ways to construct an emulator. One such
approach is to fit a functional approximation from the parameter space to the Qols of the model. These emulators are quite
useful when the Qols are fixed or known a priori, and the parameter space is not large. A different approach is to build a
ROM for the underlying dynamical system itself. Such surrogates capture a lower-dimensional subspace where the dynam-
ical system evolves. The Qols do not have to be known a priori, and the surrogate can be used as a proxy for the model.
As alluded to in the introduction, we employ this second approach wherein we emulate the dynamical system (with data
from experiments or numerical simulation) representing the mesoscale model by constructing a probabilistic ROM. While
being entirely data-driven, the framework has enough flexibility to incorporate physics (e.g., loss functions can be devel-
oped to enforce physics constraints like conservation laws, symmetric structure, etc.). While existing literature regarding the
probabilistic description of the dynamical system is described in fields such as state space modeling, Markov models etc.
(see for example [22,23]), we outline a general framework for emulating fine scale physics for multi-physics and multi-scale
simulation that have been solved using numerical methods. We also note that there has been recent work regarding ma-
chine learning methods that are physics agnostic. While our framework allows for physics to be incorporated, it is not a
requirement.

Let s ={sq1,S2,...,Sm} denote the set of states of the dynamical system defined on some domain 2 where each s; is a
time varying field defined on the spatial domain . Thus, if X and t denote the space and time variables, our set of state
s is {s1(X,0),52(X, 1), ...,sm(X, t)}. For example, in a three dimensional Navier-Stokes equations, the three components of
velocity u, v, w could be the state of the system si, sy, s3 respectively. Similarly in fractured systems, the damage of the
material, the stress and strain tensor could be the state of the system. We will consider a discrete dynamical system from
initial time top to some final time ty, given by

St = M(s¢—1,0), (1)

where M; represents the model evolution operator at the (discrete) time t,

St = {Sl,t(;()» 52,1'(;()5 e Sm,t(;‘)}

denotes the set of states at time t and 6 represents all the parameters of the model like boundary conditions, forcing terms,
initial conditions, constitutive parameters etc. In constructing an emulator for equation (1), we will view the state and
parameters as random variables in some probabilistic space. In the following paragraphs we will elaborate on this central
idea.

Most mesoscale models are either solved through numerical methods (like finite element, finite volume, etc.) or corre-
spond to experiments where the state is approximated by a high dimensional function. In the context of emulating such
state evolution, the high dimensional structure can be quite restricting. Moreover, we often do not need the full state evo-
lution but only functionals on the state space. With this in mind, we outline the important ingredients for a data-driven
approach to emulate high-fidelity mesoscale models below.

2.1. Mesoscale coarsening

As alluded to, the state space is typically very large that makes the emulation process challenging. Here, we outline a
coarsening process that reduces the dimension of the state to be emulated. Let s = {s1, S2t,...,Sm,} be the state of a
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k: continuum parameter

Fig. 2. An illustration of mesoscale coarsening. The blue mesh in each figure on the left and right represents the high-dimensional (d-dimensional) state
space while the regions (R.) outlined in black are the coarse (C-dimensional) regions. The coarse state is approximated as piecewise constant within each
cell of the coarse partition. (For interpretation of the colors in the figure(s), the reader is referred to the web version of this article.)

mesoscale model defined on a spatial domain € at time t where each s;; can be identified with vector in RY. Consider a
partition of Q given by,

c
Q=|JR..
c=1

where the number of partition C <« d. For example, C can be chosen such that each partition R; contains approximately
100 finite elements. This process is illustrated in Fig. 2.
A coarsened state on  denoted by S¢ = {S7.¢,$2.t, - -, Sm.t} is given by the following simple function approximation

C
et ® =Y grclskolr R,

c=1

where gy c(Sk¢) is a coarsening function of the state sy, and Ig () is the indicator or characteristic function of the par-
titioned cell R, ie., Iz (x) =1 if X is inside the cell R;, otherwise Ig (X) = 0. Some examples of the coarsening functions
8k,c could be the average, maximum, minimum etc. of all s that are in a partition R. Thus, while our true state s, is
identified as a vector in RY, our coarsened state 5y, is identified by a vector in R¢ where C « d. The choice of coarsening
function as well the number of divisions will affect both the construction and performance of the emulator. These choices
should come from knowledge of the underlying micro-mesoscale physics. While we have stuck to a simple rectangular par-
tition rather than a more geometrically consistent shape, we want to note that in real time predictions we will usually
approximate mesoscale domains by a structured representation like a rectangle or cuboid even though they can take any
shape conceptually.

2.2. Transition model

Once we have coarsened our state space, we need to prescribe a transition model for our emulator that describes how
the coarsened state at time t evolves from past states. While machine learning methods are being developed that also learn
the transitional structure [11][24], in our experience, imposing a constrained transition structure is a way to bring physics
into the learning process. Since our ultimate goal is to emulate, this is not necessarily a restriction on the algorithm.

Fig. 3 shows the graphical representation of the coarsened state space, with K =4 rows (states) and N =3 columns
(discrete time points). When defining transition models on the coarsened state space, we restrict our attention to transition
models of the following form:

S/k\,t = fk(ﬁl-(,\t) (2)

where G € {Sp ¢|t’ <t and 1 <k’ < K} is a subset of the set of coarsened states sp ¢ that Si; depends on through the
transition function fi() that will be learned through machine learning. Furthermore, when Fig. 3 is viewed as a directed
graph G(V, E) where V = {57 1, s’fz, e, s/KE} is the set of vertices and E is the set of directed edges, we require G(V, E) to
be a directed, acyclic graph (DAG). The correspondence between S and Ui is that the set of coarsened states ty¢ equals
the parents of vertex Si¢. The DAG structure is crucial since it enables us to encode temporal dependency in a fashion
consistent with the physical process. Also, by encoding a DAG structure, we can do Bayesian inference on the full state
variables, for e.g. see [23] and the references therein.

The simplest example of a transition model would represent a state-independent, first-order Markov transition model
where
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Time (t)

States (k)

Fig. 3. An example graphical representation of the coarsened state space, with K = 4 states and N = 3 discrete time points is shown. The transition model is
depicted by directed arrows i.e. transition models can be described as a directed acyclic graph (DAG) where S, only depends on states {S/kmt/ <tand 1<
kK <K}.

Skt = fe(ico) = fiGke—1) 3)

indicating that Wiy = Sy;_7 for t > 1. This is a common transition model assumption if information is not shared across
states k and the state S is assumed to only depend on its immediately preceding state in time. Our framework, due to
its generality, can accommodate much more complex conditioning sets in the transition model. For clarity, Fig. 3 shows an
example of transition model conditioning sets for K =4 states and N = 3 distinct time points. For t > 1,

— —_—

Uy e={S1,t-1}

— —_—

Uz ={S2,t-1}

— —_—
uz¢={S3¢t-1}

— —_— —_— —_— —_—
Ug ¢ ={S4t-1,51,t,S2,¢, S3,¢}-

Note that the graph formed in this example is a DAG (i.e., there are no directed cycles in the graph in Fig. 3) and the con-
ditioning set for Sy, namely .y, only depends on coarsened states at earlier or concurrent times. The transition functions
are highly dependent on the time scales at which data is gathered for emulation. If shorter time steps are employed, one
increases the number of pairs (t — 1,t) to learn a transition function, while increasing the time interval we may miss out
on important transition physics. The choice of what time step to use for data emulation is thus informed with the physical
process involved.

There are many ML techniques to learn this transition model. The basic approach to learning the transition function
decomposes into two techniques - 1) projecting the data into a lower-dimensional manifold and 2) evolving the manifold
in time. In neural networks, this is done through an encoder-decoder architecture for manifold learning and a temporal
architecture (like LSTMs, RNNs) for the temporal evolution [25]. Other ML methods include non-linear PCA for manifold
learning and sparse regression for temporal learning [26]. To keep the ideas simple, we employ this later approach to
demonstrate machine learning techniques for the transition function.

2.3. Probabilistic graphical model

Our framework allows for full sate UQ if desired. Notationally, we make a few changes. We denote by Sy, the true
kth state at time t defined as a random variable on some probabilistic space while s, denotes a particular sample of this
state. Similarly, we denote by §;; the coarsened random variable where S denotes a sample of this random variable. By
restricting our attention to transition models that correspond to DAGs, there is a straightforward way to write the joint
distribution of all coarsened random variables. Namely,

[S11.S12.---. Skl = [ [[SeIpa(Sio)], 4)
k.t

where pa(fﬁ) are the parents of §,Tt which equals @y . Thus the joint distribution over all coarsened random variables can
be written as

511,512, Sicel = [ [[Skeltice]. (5)

k.t
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Refer to [23] for a detailed description of constructing a probabilistic graphical model. A common distribution choice
for [S/k,\thﬁ;] is a Normal distribution, where IE(S/IMIJ/@) is given by fi(txy). That is, the expectation of the random
variable S/k\[ given the conditioning set Uy equals the transition model f,() applied to the conditioning set Gyy. The
function fi() must still be learned using machine learning techniques. For instance, the simplest learning technique is the
(multivariate)linear regression, which assumes fi () ~ fo + Zj‘:l Bjhj(tiy) and estimates the unknown parameters g;
for chosen functions h;() (e.g., polynomials, interactions, etc.). Of course, more expressive machine learning models can be
used when needed.

2.4. Quantities of interest

In most cases, full state estimation is not required. The quantities of interest (Qols) are typically not the full state but
functionals on the state. If s ; is a true state, then

Vit = Qi (Sk,t)

is a quantity of interest where q; : RY — R is a functional on the state space. Correspondingly, the coarsened quantity of
interest is given by

Vi = (Ske)

where we employ the same notation for the function g. We prescribe a probabilistic model on the quantity of interest

Yir |Yir ~GP (Yer, K(£, 1)),

where GP is a Gaussian Process (GP) whose parameters are to be learnt. The GP models the mismatch between the emulated
quantity of interest 7,; where 7;; = qk(fl-:t) = qx(fr(UWxy)) and the true quantity of interest Yy ,. The interested reader
can consult [27] and the references therein for a detailed explanation on constructing GPs and using data to estimate its
parameters. A general GP can also be used where deep neural networks are used to learn a complex kernel. Refer to [28]
for details in fitting a flexible kernel. To keep ideas simple we will prescribe a parametric form of the kernel and use data
to learn the parameters of the kernel as in [27].

3. Emulating mesoscale fracture propagation

In this section, we illustrate the ideas presented earlier by constructing an emulator of a complex fracture propagation
system.

3.1. The high fidelity model: HOSS

The Hybrid Optimization Software Suite (HOSS) [29-31] is a multi-physics software package developed at Los Alamos
National Laboratory based on the combined Finite-Discrete Element Method (FDEM). The HOSS model is used to simulate
deformation and failure (i.e., fracture and fragmentation) of different materials based on the FDEM [32]. In HOSS, cracks form
along the boundaries of the finite elements. To capture fine mechanisms, such as crack nucleation, propagation, branching,
reorientation, etc., the crack networks must be finely resolved spatially, with dozens to hundreds of finite elements along the
length of each crack [33]. The problem of interest for this work (described in more detail in the next section) is a 2D sample
under tension loading. For fracture modeling, HOSS considers two primary modes of failure in 2D: Mode I, which is opening
due to tensile load, and Mode II, which is crack growth due to shear loading conditions [32,34]. Since the problem of interest
is dominated by Mode I crack growth, we focus this discussion on the key details as to how HOSS accounts for Mode I crack
growth. However, it must be pointed out that the Mode II crack growth is handled in a similar way to the Mode I case,
except that different sets of parameters are applied. It is worth noting that, although globally Mode I failure dominates this
problem, both shear and opening can occur at a local mesh element scale. Between the interface of any two finite elements,
there lies a user-specified number of cohesive points (four are used in all simulations presented and discussed here), which
are modeled as non-linear springs, as shown in Fig. 4. As the two elements shown in the figure undergo tensile load and
are pulled apart, the springs within the interface are strained, resulting in a small space opening between the elements.
Similarly, for shear, or Mode II, deformation, four cohesive points describe the shear stresses generated when one element
slides relative to its neighbor. A typical behavior of the springs as a function of the opening (displacement) created between
the edges of two finite elements is shown in Fig. 4. These cohesive points between elements are responsible for representing
the material strength response both in tension and in shear. It is worth noting that the area below the softening portion
of the curve, indicated in Fig. 4, represents the specific energy (measured in J/m?) density dissipated during the fracture
process. Fig. 4 only presents a schematic representation of this curve. The actual shape of the curve is found through fitting
to experimental results. For more information on FDEM and HOSS, the interested reader is referred to [29,32,34,33].
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Fig. 4. The cohesive points between elements shown in the right inset are responsible for representing the material strength response both in tension and
in shear. An illustration of the softening curve is shown in the left.
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Fig. 5. A typical HOSS simulation at (a) the initiation of loading and (b) after loading has induced crack propagation. The cracks are depicted as white lines.
The color palette is used to denote the stress field 02, in Pa units. This particular simulation depicts a rectangular slab of a brittle material (concrete) with
20 pre-existing cracks present that is pulled vertically (tensile loading). Cracks tend to elongate and merge near regions of higher stress.

3.2. Emulating stress, damage, fractures and Qols

For fractured systems, the main Qols that we are concerned with from the mesoscale simulation to inform continuum
scale models are maximum tensile stress, damage per unit volume, fracture (crack) lengths, and the number of distinct
fractures (cracks). While HOSS simulates these quantities, it is computationally expensive to use in real-time prediction (a
typical simulation takes 4 hrs with > 400 processors). A typical HOSS simulation at some time ¢ is shown in Fig. 5a and 5b.

We detail all the ingredients of the data-driven framework described in Section 2: the set of states we are interested
in emulating, the mesoscale coarsening, the transition model for each state and the quantities of interest. Let s = {0, d}
denote the set of states where o = {0j;} is the stress tensor in cartesian co-ordinates and d represents damage. Damage
occurs once the strain in Fig. 4 goes beyond the peak in the stress curve (i.e., when the strain exceeds §¢). Beyond this
point, the material has a diminished ability to support a load. In 2D we will have 3 distinct stress components o1, 012, 022
of the Cauchy stress tensor. Note that this a subset of the state variables that HOSS simulates. However, this set is sufficient
to inform the continuum scale parameter. Thus, we will have K =4 states in 2D that we will emulate. We employ the
following coarsening function for stress at time t, ojj ¢,

C
Gyt =) max(oij )l (%), 6)
c=1 ¢
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Fig. 6. Coarsened state at two different times. The green color denotes the coarsened damage field while the red/blue color palette is used to denote the
coarsened stress (632;) component in Pa units. The coarsening for stress is described by equation (6) and for damage by equation (7). (a) Initial coarsened
state; (b) Coarsened state at some later time in the simulation.

while for damage we employ the following,

C
A = deTr (). (7)

c=1

where d.; =1 if the cell R; is damaged (i.e., if any damage has accumulated in the cell) at time ¢, otherwise d¢ is 0. Thus,
we model damage as a binary field with values 0 (not damaged) and 1 (damaged). A coarsened state is shown in Figs. 6a
and 6b.

Our transitional model is the same transitional model shown in Fig. 3. For each stress component &, the transitional
model is given by

Gijt = fij(@0), (8)

where ¢ = {cfj,;} and the functions f;; are to be learned. The transition model for damage is given by

dr = fa(Ugo), (9)

where tgy = {d/t:, O11.6,012.6, 022.¢} and the function f; is also to be learned. Thus, to predict stress at time t, we use
stress from time t — 1, whereas to predict damage at time t, we use stress at time t and damage from time t — 1. Hence, for
a given time t, stress is predicted first and then used to predict damage. This transition model is guided from knowledge of
the physical system describing damage evolution as given by HOSS.

The quantities of interests are univariate time series that are functions of the state. Typically we are interested in the
maximum stress at time t given by maxoj; ¢, the normalized damage at time t denoted by ID; and given by

C
1
m=E;m; (10)

the number of distinct fractures at time ¢t and the length of each fracture.

In this paper, we will only focus on the two quantities of interests maxojj, and ID;. However, the latter two are im-
portant and will be considered in future work. Here, we only describe one way to define them that can be used in any
model that predicts fracture propagation at the mesoscale level. We need a model to describe fractures from the stress and
damage. For the problem considered here, we construct a graph Gr(V, E¢) that creates a dynamic network structure on our
binary damage field d;. The vertex set V of the graph Gr(V, E;) is the set of all partition cells R, for 1 <c < C, whereas
the edges E; evolve dynamically as follows: if, vy, v; are two vertices in V such that vy and v; are neighbors (in the sense
of the mesh), then the edge ey between vy and v; is in the edge set E; if at time t, the cells represented by vi and v, are
damaged (i.e. d; =1 at these cells). The number of distinct fractures at time t is then modeled by the number of distinct
connected components of the fracture graph Gg(V, E;), whereas the length of each fracture is given by the area (or volume)
of the cells in that connected component. This process is illustrated in Figs. 7a and 7b.
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(a) (b)

Fig. 7. lllustration of identifying cracks with the connected components of a graph. The green color denotes cells that have been damaged while the arrow
indicates the process of obtaining individual cracks from this field: (a) Fracture graph corresponding to a damage field. Here we have 3 distinct fractures;
(b) Fracture graph when a new cell is damaged. Here we have 2 distinct fractures.
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Fig. 8. Initial configuration of a HOSS simulation of a 2 meter by 3 meter concrete sample loaded in uniaxial tension. Black line segments represent cracks.

4. Results

Here, we illustrate the framework on a mesoscale damage evolution problem that helps justify the full framework while
illustrating the main theme. Though this problem is an illustration, it presents significant challenges for emulation. The data
are sparse (since damage occurs at about 10% of the region) and high dimensional (since stresses are functions approximated
by high dimensional subspace). The spatiotemporal aspect of the problem is highly non-linear, and we have interactions
between stresses and cracks, the stresses can range from —1e’ to 1e’ Pa while the damage is treated as binary.

The mesoscale HOSS simulations considered here represents a system composed of a 2 meter x 3 meter concrete sample
loaded in uniaxial tension. To impose this loading condition, the bottom boundary of the sample is kept fixed while the top
boundary is moved with a constant speed of v = 0.3 m/s, which results in a strain rate of 0.1 s~'. The material is assumed
to be elastically isotropic for all cases. The following elastic material properties were used: density of 2500 kg/m3, Young’s
modulus of 22.6 GPa, and shear modulus of 9.1 GPa.

Each specimen contains cracks or defects. In this example, we have 20 initial cracks that are each 30 cm long. These
cracks are randomly arranged in space (satisfying a weak uniform distribution), while the initial orientation is chosen
uniform randomly from one of the three angles: 0, 60, and 120 degrees. An initial configuration is shown in Fig. 8. The
system described above is simulated by HOSS using approximately 158, 000 triangular elements per specimen. Each vertex
of a triangle can move independently. Fractures are characterized by a damage value associated with each edge, ranging
from O (completely intact) to 1 (completely broken). When the damage exceeds a fixed threshold (0.1 in this case), that
edge is considered to be fractured. The simulations end when the material fails or after 7 ms, whichever comes first.

For this problem, we do not use o712, as part of the state to be learned. In keeping with the central theme of this paper,
our main motivation in doing so was to guide the development of the ML methodology using the underlying physics. Since
the mechanism of failure is Mode I, where shear forces play an insignificant role compared to tensile and compressive forces,
we neglected the o1 terms while considering input features. This observation was confirmed by a preliminary correlation
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Time (t)

States (k)

Fig. 9. Graphical representation of the transition model for the coarsened state space of this problem, with K =3 states and N = 3 discrete time points.
The transition model is depicted by directed arrows i.e. tlansmon models can be described as a directed acyclic graph (DAG) where Sk only depends on
states {sp oIt <t and 1 <k < K}. Here $S1t=011.0, S2.t =022¢ and 53[7d[

study which found that damage at time ¢ was highly correlated with only o011 and oy . This is, in fact, the power of
combining physics insight with the ML algorithms, so that we move away from the typical black-box approach that ignores
any of our physics understanding. However, in general, feature engineering is part of the process of designing an emulator.
Thus, we have a set of K = 3 states at some time ¢ given by s; = {011, 022,¢, d;}. Each state is identified with a vector in
a ~158,000-dimensional space (i.e., the dimensionality of the vector scales with the number of elements on the mesh). In
our separate work [35] we devised a spatio-temporal Neural Network and let the Network figure out the dependencies and
do automatic feature selection based on a physics informed loss function.

For the mesoscale coarsening, we divide the domain Q = [0, 2] x [0, 3] into C = 3750 rectangles that corresponds to a
partition of the horizontal dlmensmn into 50 intervals and the vertical dimension into 75 intervals. Our coarsened set of
states at time ¢ is S = {0111, 022.0. dc}, where each state is identified with a vector in C =R3750, The transition model is
same as in Fig. 3 with row 3 removed. This is shown in Fig. 9. A coarsened state is shown in Fig. 6a and 6b for times
t =0 and t =4 ps respectively. We take 225 timesteps to learn the transition function from ¢t — 1 to t, where each timestep
corresponds to an increment of 0.01 ps. This time step is a standard output for low strain damage simulation considered
here.

We split the process of learning the transition into two steps. The first step is to learn a lower-dimensional representation
of the state, and this lower-dimensional representation is the inputs to the transition function. The second step is to learn
how the state evolves to the next step from the lower-dimensional representation. For learning the transition function for
stresses, we use kernel PCA to accomplish the dimension reduction task. We then use regularized regression to leam/t\low
the state at the next time evolves. Thus a multi-output, kernel-PCA regression [26][36], gives us our learned function fj; to
yield a prediction for the coarsened state at each time t,

Gije = fij (Gij.e-1) -
Note that a kernel-PCA regression is part of a technique that falls under unsupervised learning. The coarsened stress G;j; is
an element of R¢ where C =3750. To predict one cell (component) of this vector at time t, we use the entire field at time
t — 1. By employing a higher-order kernel, the machine learning detects a smaller subspace in which our state is embedded.
The parameters of this kernel (number of PCA components and degree of the polynomial in the kernel) are obtained by
doing a grid search over an interval for both the PCA components and polynomial degree, and this is cross-validated.
Similarly to predict damage at time ¢, dt we learn the function fd,

d; = fa (G5, dir).

Since, dt is a binary field, damage prediction is akin to a binary classification problem. In this particular case of low strain
damage propagation, we impose our knowledge of the mesoscale physics to determine fd in the following way:

1. A cell that was/@maged at time t — 1, will remain damaged at time t. Thus, at a cell ¢ at time ¢, ﬁj =1 if the
corresponding d;—1(x) = 1.

2. If a cell, ¢, and all of its nearest neighbors are undamaged at time t — 1 then ¢ remains undamaged at time t. This
is effectively a constraint that no new fractures are nucleated and is reasonable for the low strain rate problem we
consider. N

3. If a cell, ¢, is undamaged at time t — 1 but at least one of its neighbors is damaged at time t — 1, then f; is a function
of the stresses at t, Gjj .

Note that the function described above is highly non-linear and by using information from the physics of damage propaga-
tion, we break this non-linear function into manageable pieces. The separation of the function into different pieces follows a
physics-based approach, whereas the function learned in the third condition is purely data-driven. For the nearest neighbors
NN¢, we take a step of size 1 around each column and row of the cell c. This corresponds to 8 nearest neighbors of the
cell c.
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Finally, to showcase this framework we ran Ngj,s = 61 simulations. Each simulation is the time evolution of an initial
state by HOSS and coarsened as described in the paragraphs above. The difference between these simulations is the initial
state resulting from the random placement and orientation of the cracks.

The choice of 50 x 75 divisions was taken to resolve the crack lengths in the discrete structure. At this resolution, an
individual crack, which was 30 cm long, was sufficiently well resolved in our coarsened state (occupied 6 — 7 cells). The
aspect ratio taken was to maintain the aspect ratio of the experiment where the height of the slab (y dimension) was 1.5
times the width of the slab (x dimension). To show the dependency on partition size, we have run the simulations for sizes
(10 x 15, 20 x 30, 40 x 60) along with the original (50 x 75) and presented the average width of our prediction interval
of our emulated Qols in Table 4. Larger width indicates larger uncertainty in our prediction. We notice that the errors are
large in smaller partitions, and the error width for partition (40 x 60) is extremely close to that of our original partition
(£1%). We want to note that taking even larger partitions corresponding to smaller length scales may also lead to poor
performance since we are increasing the dimension of the feature space while also making damage prediction a highly
imbalanced classification task since only 10% of our cells get damaged, and we obtain a larger number of undamaged cells.

4.1. Prediction

A prediction of the state is given by iteratively applying the learned functions E and ﬁ. We start with an initial state
0ij,0, do. The algorithm then iteratively produces a time evolution of the coarsened state from an initial state at time ng to
a final state at time ny described below:

Data: 0ij 0, do

Result: predicted @\r a; for ng <t <ny.
coarsening and initialization;

Tij.0 < 0ij,0;

do < do;

for tfrom np tony do

zjt f’]( ij,t— 1)
= 7, ( oMk, d! )

end
Algorithm 1: Emulate state through machine learning. Once the transition model is learnt it is iteratively applied starting
from some initial conditions.

Our quantities of interest are y;j; = maxojj; and y4; = Dy, while the corresponding emulated quantities are y;j; =

maxou : L and y4; Yar= ]DgV’L. The discrepancy errors ejj ¢ = Vijr — Vij.r and eqr = Y4 — Ya are modeled as Gaussian processes
with 0 prior mean and a parametric kernel (GPs (see subsection 2.4) whose parameters are learned from data. To get
predictions for the Qol, we sample error from the GP and correct the mean by adding the corresponding emulated quantities.
Thus, if y is the true Qol, the predicted Qol Y is a random variable. The next subsection describes how we obtain f,J and
fd from data and fit a Gaussian process to the errors e;j and eq ;.

We split the simulations Ngjms = 61 randomly into 2 groups Nirain and Niest of sizes 50 and 11 respectively corresponding
roughly to a 80% — 20% split for training and testing. We further split the training dataset N, into 2 groups Nt, Ngp of
size 30 and 20 respectively to learn the transition function and the discrepancy error for the Qols. This split corresponds to
a 60% — 40% split. The goal is to have enough samples to represent the underlying distribution. Our feature space was of
size (50 x 75 =3750) and taking 50 simulations we were able to get around 11, 250(50 x 225) pairs of times steps (t —1,t)
which is about 3 times our feature space (sufficient to find a non-linear lower dimensional manifold using K-PCA).

4.2. Training

A leave one (simulation) out cross-validation procedure is performed on Nt to fit the parameters of the machine-learned
transition functions fy and fj;. To elaborate, we take 1 full simulation out of Nt and fit our ML model on the remaining
simulation data and compute the cross-validation error on the left out simulation. This error metric is used to determine the
ML parameters, which include the choice of kernel, the number of kernel PCA components, and the regularization penalty
parameter for regression.

To learn the discrepancy between the emulated and the true quantity of interest we fit the Gaussian processes described
in the subsection 2.4 on the Ngp data. That is, on this data set, fy and fj; gives a prediction times series starting from the
initial conditions as described in Algorithm 1 and the discrepancy between the true state is used as data to fit the Gaussian
process. Our model for stress error ej; ~ G P ({4prior, Kij) where Kj; is a radial basis function (RBF) kernel and jtpyior = 0. For
normalized damage error, our model is eg ~ GP (iprior, K4), where Kg is a combination of an RBF kernel and white noise
and [tprior = 0. Since normalized damage is monotonic, we fit isotonic regressions to the output of the Gaussian process to
ensure monotonicity in the predictive distribution.
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Fig. 10. 95% prediction intervals are shown for (a) Normalized damage, (b) max o032, and (c) maxoy1, for one simulation. Red is the true value.
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Fig. 11. 95% Empirical coverage for (a) Normalized damage; (b) max o, ¢; (c) maxoqy ;.

4.3. Testing

The 11 simulations in Neest are used for testing our framework. Our time interval of interest from ng =4 to ny =225
corresponds to the time interval [0 08, 4] ps, and we denote the length of this interval by T =ny —ng. Let y; denote the
true quantity of interest and let Y; denote the predicted quantity of interest. (Note that Y; is a random variable). We use
four validation metrics to assess our framework:

1. Empirical coverage: We estimate a 95% prediction interval (PI) for the quantity of interest by sampling from the Gaussian
process that has been fit during our training. Let y; be a quantity of interest at time t, and let y;: denote the quantity
of interest from the jth simulation in N and let (Y(t) Yg))j denote the 95% PI around y;;. The empirical coverage
is the (estimated) probability that our emulation captures the true quantity of interest, and is given by:

Ntest
)= Neest 2]: Hyj,fe(th)’Y{f’)j’ (m)
]:
where ]I (O yO) is1ifyjee (Y,(_t), Yg))j (i.e. our prediction interval captures the true quantity of interest) and 0
otherw1se
2. Relative I, 11 and [, errors. These are defined below:
|y —E®)]
e =&, (12)
(1
where || - ”k denotes the standard norms for k =1, 2, co. For example,
Iyl, Z (yo)?.
t to

The empirical coverage provides one measure of the confidence of our framework to predict out of sample simulations.
The Figs. 11a, 11b and 11c show the empirical coverage of damage, max stress 02 and max stress 011 respectively for one
out of sample prediction. Note that we do well for the stress prediction as our empirical coverage is 95%. Note that we also
do well predicting damage for the first 2.5 ps as seen in Fig. 10a with an empirical coverage of 80% in that time interval.
We have a tighter band for damage. However, we slightly miss damage prediction after 3 ps. Even a slight miss counts as
non-coverage, and this is confirmed in the Fig. 11a where our confidence in predicting damage drops drastically from 60%
at 2.5 ps to 40% at 4 ps. We provide relative errors between the expected prediction and the truth in the Tables 1, 2 and 3.
Most of our relative errors are within 5 — 15%.
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Table 1

Relative errors for normalize damage prediction.
Niest id e2(%) e1(%) €00 (%)
0 5.20 4.04 8.03
1 8.27 6.41 1145
2 777 5.74 10.70
3 3.29 2.40 5.26
4 6.24 4.55 8.84
5 3.14 242 5.47
6 5.24 4.22 7.37
7 2.75 2.39 451
8 219 179 4.50
9 1191 8.69 16.85
10 121 1.02 2.39

Table 2

Relative errors for max o, prediction.
Nitest id e2(%) e1(%) €00 (%)
0 447 3.56 9.86
1 8.94 7.72 15.89
2 8.10 6.70 1711
3 751 5.90 17.36
4 10.38 6.95 31.89
5 8.40 6.95 16.41
6 16.81 1137 36.97
7 5.79 5.03 12.69
8 7.48 6.19 16.46
9 6.61 545 13.45
10 9.01 7.42 18.84

Table 3

Relative errors for maxoqq prediction.
Ntest id e2(%) e1(%) €co (%)
0 9.16 6.78 25.20
1 9.96 762 19.90
2 13.25 1043 26.08
3 12.05 9.70 22.48
4 9.33 737 18.79
5 14.53 1113 26.54
6 7.89 6.36 18.43
7 9.70 7.52 18.85
8 10.59 7.76 22.42
9 13.99 10.58 34.03
10 9.74 7.85 20.99

Table 4
Average prediction width corresponding to the 95% confidence interval for the quantities of interest:
2 x [1.96 std. error] with respect to partition sizes. A larger width corresponds to more uncertainty.

Partition size dmg 022 on

10 x 15 0.098 0.033 0.027
20 x 30 0.017 0.0031 0.0080
40 x 60 0.012 0.0071 0.0058
50 x 75 0.012 0.0064 0.0060

While our predictions yield sub 15% relative errors, certain deficiencies remain. The empirical coverage provides a good
indication of this. Looking at the empirical coverage for damage, as shown in Fig. 10a, we notice that our method does
well in predicting the onset of damage and the growth of damage, as evidenced by an 80% empirical coverage in the
time interval (0, 2.5 ps). However, the propagation of damage when nearly 7% of the material has been damaged is not
well captured. There are a couple of reasons for it. First, after 2.5 ps, there is much variability in the simulations as some
simulations fail around 3.5 ps while some last till 7 ps. Thus, there is a heteroscedasticity (time-dependent variability) that
is not captured by a simple Gaussian process model. Second, our physics informed damage prediction is based on a nearest-
neighbor partition and logistic regression of stress values. This hints at the idea that a simple nearest-neighbor partition is
not sufficient when more than 7% of the material is damaged. Also, while stress values are a strong indicator of damage,
any error in learning stresses influences the damage prediction. Thus a better stress emulator could improve the damage
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predictions. We have selected a Gaussian Qol model with a constant variance that does not change in time. This is done
for two reasons - 1) designing heteroscedastic Gaussian Processes is challenging, and 2) our ML algorithm is designed to
get the trends right. Our current model does not do well predicting damage at later times and with a constant variance Qol
model, some test cases are not captured in the prediction interval giving us higher uncertainty. We have shown in a recent
work ([35]) that by using a complex transition model (Spatio-temporal Neural Network) we can get better predictions.

5. Conclusion

We have presented a framework to emulate meso-scale physics in the context of parameter estimation for macro-scale
models. The framework can be viewed as a probabilistic reduced-order model. In our example concerning fracture propa-
gation, the model was trained on simulated data, but in other scenarios, it could be trained with data from other sources
such as experimental data. While our transition models used relatively simple techniques from the machine learning liter-
ature, the application we have illustrated is fairly complex and demonstrates all the aspects of our framework. Notably, it
involves the simulation of multiple spatially variable fields (two for stress and one for damage) that involve coupled physics
- damage impacts stress and stress impacts damage.

Our results highlight that, when emulating fine scale physics with microstructures, all aspects of statistical modeling
(data representation through coarsening, transition model, stochastic model) need to be addressed. By choosing the appro-
priate metrics, we have been able to validate our models and learn where they can be improved. The main area where
there could be improvements is in predicting damage at late times. The typical relative I, errors are around 10%, and the
empirical coverage is high for the stress at all times and high for the damage except at late times. This work could be
extended by exploring more complex transition models to improve the empirical coverage of damage at late times.

The overarching goal of this work is to enable scale bridging by using machine learning emulators that accurately in-
form a macro-scale model. The computational speed and efficiency of the machine learning emulators are critical to the
framework because traditional models are often too costly to feasibly inform the macro-scale model. Ongoing work shows
promise in effectively utilizing this framework to inform macro-scale models. We have used [37] for all our computations.
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